**NAME : V.hemnath**

**REG.NO : 230701115**

**DEPT : B E COMPUTER SCIENCE AND ENGINEERING - B**

# Dynamic Programming

* 1. **Playing with Numbers**

**Aim:** Ram and Sita are playing with numbers by giving puzzles to each other. Now it was Ram term, so he gave Sita a positive integer ‘n’ and two numbers 1 and 3. He asked her to ﬁnd the possible ways by which the number n can be represented using 1 and 3.Write any eﬃcient algorithm to ﬁnd the possible ways.

Example 1:

*Input: 6 Output:*

*6*

*Explanation: There are 6 ways to 6 represent number with 1 and 3*

*1+1+1+1+1+1*

*3+3*

*1+1+1+3*

*1+1+3+1*

*1+3+1+1*

*3+1+1+1*

Input Format

First Line contains the number n

Output Format

Print: The number of possible ways ‘n’ can be represented using 1 and 3 Sample Input

6

Sample Output 6

## Algorithm:

function countWays(n)

{

initialize a of size n + 1 // Array to store the number of ways

a[0] = 1 // Base case: 1 way to climb 0 stairs a[1] = 1 // Base case: 1 way to climb 1 stair

if n >= 2

{

a[2] = 1 // Base case: 1 way to climb 2 stairs

}

if n >= 3

{

a[3] = 2 // Base case: 2 ways to climb 3 stairs

}

// Fill the array for all stairs from 4 to n for i from 4 to n

{

a[i] = a[i - 1] + a[i - 3] // Total ways to climb i stairs

}

return a[n] // Return the number of ways to climb n stairs

}

function main()

{

initialize n // Number of stairs read n from user

result = countWays(n) // Calculate the number of ways print result // Print the result

return 0

}

## Program:

#include <stdio.h>

long long int countWays(int n)

{ long long int a[n + 1];

a[0] = 1;

a[1] = 1;

if (n >= 2) {

a[2] = 1;

}

if (n >= 3) {

a[3] = 2;

}

for (int i = 4; i <= n; i++) {

a[i] = a[i - 1] + a[i - 3];

}

return a[n];

}

int main()

{ int n; scanf("%d", &n);

long long int result = countWays(n); printf("%lld",result);

return 0;

}

**Output:**
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# Playing with chessboard

**Aim:** Ram is given with an n\*n chessboard with each cell with a monetary value. Ram stands at the (0,0), that the position of the top left white rook. He is been given a task to reach the bottom right black rook position (n-1, n-1) constrained that he needs to reach the position by traveling the maximum monetary path under the condition that he can only travel one step right or one step down the board. Help ram to achieve it by providing an efficient DP algorithm.

Example:

Inpu t 3

1 2 4

2 3 4

8 7 1

Output:

19

Explanation:

Totally there will be 6 paths among that the optimal is Optimal path value:1+2+8+7+1=19

Input Format

First Line contains the integer n

The next n lines contain the n\*n chessboard values Output Format

Print Maximum monetary value of the path

**Algorithm:**

function max(a, b)

{

return (a > b) ? a : b // Return the maximum of a and b

}

function maxMonetaryPath(n, board)

{

initialize dp[n][n] // Array to store maximum monetary path sums

dp[0][0] = board[0][0] // Starting point

// Fill the ﬁrst row for j from 1 to n - 1

{

dp[0][j] = dp[0][j - 1] + board[0][j]

}

// Fill the ﬁrst column for i from 1 to n - 1

{

dp[i][0] = dp[i - 1][0] + board[i][0]

}

// Fill the rest of the dp table for i from 1 to n - 1

{

for j from 1 to n - 1

{

dp[i][j] = board[i][j] + max(dp[i - 1][j], dp[i][j - 1])

}

}

return dp[n - 1][n - 1] // Return the maximum monetary path to the bottom-right corner

}

function main()

{

initialize n // Size of the board read n from user

initialize board[n][n] // Create the board array for i from 0 to n - 1

{

for j from 0 to n - 1

{

read board[i][j] from user

}

}

result = maxMonetaryPath(n, board) // Calculate the maximum monetary path print result // Print the result

}

## Program:

#include <stdio.h>

int max(int a, int b) { return (a > b) ? a : b;

}

int maxMonetaryPath(int n, int board[n][n])

{ int dp[n][n];

dp[0][0] = board[0][0];

for (int j = 1; j < n; j++) {

dp[0][j] = dp[0][j - 1] + board[0][j];

}

for (int i = 1; i < n; i++) {

dp[i][0] = dp[i - 1][0] + board[i][0];

}

for (int i = 1; i < n; i++) { for (int j = 1; j < n; j++) {

dp[i][j] = board[i][j] + max(dp[i - 1][j], dp[i][j - 1]);

}

}

return dp[n - 1][n - 1];

}

int main()

{ int n; scanf("%d", &n);

int board[n][n];

for (int i = 0; i < n; i++) { for (int j = 0; j < n; j++)

{

scanf("%d", &board[i][j]);

}

}

int result = maxMonetaryPath(n, board); printf("%d\n", result);

}

**Output:**

![](data:image/png;base64,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)

# Longest Common Subsequence

**Aim:** Given two strings ﬁnd the length of the common longest subsequence(need not be contiguous) between the two.

Example:

s1:

ggtabe s2:

tgatasb

s1 a g

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **g** | **t** | **a** |  | |
| **t** | x | **a** | y | **b** |

s2 **g** x

The length is 4

Solveing it using Dynamic Programming

For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| aab  azb | 2 |

**Algorithm:**

int longestCommonSubsequence(s1, s2)

{

m = length of s1 // Length of ﬁrst string

n = length of s2 // Length of second string

initialize dp[m + 1][n + 1] // DP table

// Initialize the DP table with base cases for i from 0 to m

{

for j from 0 to n

{

if i == 0 or j == 0

{

dp[i][j] = 0 // Base case: LCS of an empty string

}

else if s1[i - 1] == s2[j - 1]

{

dp[i][j] = dp[i - 1][j - 1] + 1 // Characters match

}

else

{

dp[i][j] = max(dp[i - 1][j], dp[i][j - 1]) // Characters do not match

}

}

}

return dp[m][n] // Return length of LCS

}

function main()

{

initialize s1[100], s2[100] // Arrays to hold the strings

read s1 from user read s2 from user

result = longestCommonSubsequence(s1, s2) // Calculate LCS print result // Print the result

}

**Program:**

#include

<stdio.h> #include

<string.h>

int longestCommonSubsequence(char s1[], char s2[]) { int m = strlen(s1);

int n = strlen(s2);

int dp[m + 1][n + 1];

// Initialize the DP table with base cases for (int i = 0; i <= m; i++) {

for (int j = 0; j <= n; j++)

{ if (i == 0 || j == 0) { dp[i][j] = 0;

}

else if (s1[i - 1] == s2[j - 1]) {

dp[i][j] = dp[i - 1][j - 1] + 1;

}

else {

dp[i][j] = (dp[i - 1][j] > dp[i][j - 1]) ? dp[i - 1][j] : dp[i][j - 1];

}

}

}

return dp[m][n];

}

int main() {

char s1[100], s2[100];

scanf("%s", s1);

scanf("%s", s2);

int result = longestCommonSubsequence(s1, s2); printf("%d", result);

}

**Output:**

![](data:image/png;base64,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)

# Longest non-decreasing Subsequence

**Aim:** Problem statement:

Find the length of the Longest Non-decreasing Subsequence in a given Sequence.

Eg:

Input:9

Sequence:[-1,3,4,5,2,2,2,2,3]

the subsequence is [-1,2,2,2,2,3] Output:6

## Algorithm:

int longestNonDecreasingSubsequence(n, sequence)

{

initialize dp[n] // Array to hold the lengths of subsequences maxLength = 1 // Initialize the maximum length

// Initialize dp array where each element is 1 for i from 0 to n - 1

{

dp[i] = 1

}

// Calculate the length of the longest non-decreasing subsequence for i from 1 to n - 1

{

for j from 0 to i - 1

{

if sequence[j] <= sequence[i]

{

dp[i] = max(dp[i], dp[j] + 1) // Update dp[i] if a longer subsequence is found

}

}

maxLength = max(maxLength, dp[i]) // Update the maximum length found

}

return maxLength // Return the length of the longest non-decreasing subsequence

}

function main()

{

initialize n // Number of elements in the sequence read n from user

initialize sequence[n] // Array to hold the sequence

// Read values into the sequence for i from 0 to n - 1

{

read sequence[i] from user

}

result = longestNonDecreasingSubsequence(n, sequence) // Calculate result print result // Print the result

}

## Program:

#include <stdio.h>

int longestNonDecreasingSubsequence(int n, int sequence[])

{ int dp[n];

int maxLength = 1;

for (int i = 0; i < n; i++) { dp[i] = 1;

}

for (int i = 1; i < n; i++) { for (int j = 0; j < i; j++)

{

if (sequence[j] <= sequence[i]) {

dp[i] = (dp[i] > dp[j] + 1) ? dp[i] : dp[j] + 1;

}

}

maxLength = (maxLength > dp[i]) ? maxLength : dp[i];

}

return maxLength;

}

int main()

{ int n; scanf("%d", &n);

int sequence[n];

for (int i = 0; i < n; i++) { scanf("%d", &sequence[i]);

}

int result = longestNonDecreasingSubsequence(n, sequence); printf("%d", result);

}

## Output:
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